# Practice M1: Local Storage and Additional Techniques

This practice assumes that you are working in an on-premise environment

All tasks can be achieved under different configurations (host OS and/or virtualization solution) with the appropriate adjustments

This practice is oriented towards **Debian**-based distributions. You can use **Ubuntu 20.x Server**, **Ubuntu 21.x Server**, **Debian 11**, etc.

For this practice we will need an infrastructure like this one:

![Diagram

Description automatically generated with medium confidence](data:image/png;base64,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)

Machines can be with or without graphical environment

Network settings shown on the picture reflect the ones, used during the demonstration. You should adjust them according to your setup

## Part 1: Local Storage

Make sure, that you have prepared the required set of folders

**sudo mkdir -p /storage/{raid,lvm,nfs,samba,ext4,xfs}**

Every station has its **hosts** file prepared with records for other network members

### Software RAID

Let’s first examine our spare hard disks with **lsblk**

They should appear as four **20G** drives named **sdb**, **sdc**, **sdd**, and **sde**

Now, that we know the drives, let’s initialize them

We can use **fdisk** to prepare the **sdb** drive

**sudo fdisk /dev/sdb**

Make sure that you set the partition table to be **MBR**, created one primary partition with default values and set the type to **Linux raid autodetect** which is **fd**

There is a faster and script-ready way. Let’s execute the following for **sdc** drive

**sudo parted -s /dev/sdc -- mklabel msdos mkpart primary 2048s -0m set 1 raid on**

Let’s check if both approaches led to the same results

**sudo fdisk -l /dev/sd{b,c}**

Both partitions should look the same

We can process the other two drives following the second approach

**sudo parted -s /dev/sdd -- mklabel msdos mkpart primary 2048s -0m set 1 raid on**

**sudo parted -s /dev/sde -- mklabel msdos mkpart primary 2048s -0m set 1 raid on**

Now, we have our drives ready

Let’s make sure that we have the necessary tools installed

**sudo apt update**

**sudo apt install mdadm**

We can receive usage information for the **mdadm** with

**mdadm --help**

In order to ask for a specific set of commands, for example for array creation, execute

**mdadm --create --help**

#### RAID 0

In order to create a RAID 0 array, we need at least two devices

So, let’s use **sdb1** and **sdc1** to create the array

**sudo mdadm --create /dev/md0 --level 0 --raid-devices 2 /dev/sd{b,c}1**

We can check its status with

**cat /proc/mdstat**

It appears that our array is using **512k** sized chunks. It is the default value

Let’s change it, but first we will stop our array

**sudo mdadm --stop /dev/md0**

Erase the MD superblocks from the devices

**sudo mdadm --zero-superblock /dev/sd{b,c}1**

Use the following command to create a new array with **128k** chunks

**sudo mdadm --create /dev/md0 --level 0 --chunk 128 --raid-devices 2 /dev/sd{b,c}1**

Alternative approach to check the status of an array is to use

**sudo mdadm --detail /dev/md0**

We can shorten the command by substituting **--detail** with **-D**. Other actions have short names as well

#### RAID 1

Be sure that you stopped the array and clean up the devices

**sudo mdadm --stop /dev/md0**

**sudo mdadm --zero-superblock /dev/sd{b,c}1**

Use the following command to create a new RAID 1 array

**sudo mdadm --create /dev/md0 --level 1 --raid-devices 2 /dev/sd{b,c}1**

You will be asked to either change the metadata version with **--metadata 0.90** if you plan to use the array for **/boot**

If not, type **yes** and hit **Enter** to create the array

Check its status with

**sudo mdadm --detail /dev/md0**

#### RAID 5

Be sure that you stopped the array and clean up the devices

**sudo mdadm --stop /dev/md0**

**sudo mdadm --zero-superblock /dev/sd{b,c}1**

Use the following command to create a new RAID 5 array with **64k** chunks

**sudo mdadm --create /dev/md0 --level 5 --chunk 64 --raid-devices 3 /dev/sd{b,c,d}1**

Check its status with

**sudo mdadm --detail /dev/md0**

Let’s add one more device

**sudo mdadm /dev/md0 --add /dev/sde1**

We can check the status

**sudo mdadm --detail /dev/md0**

Now, we must reconfigure the array to use the new drive as well

**sudo mdadm /dev/md0 --grow --raid-devices 4 --backup-file /tmp/md0-grow.bak**

As a final step, we must extend the filesystem, if any, residing on the array

#### RAID 10

Be sure that you stopped the array and clean up the devices

**sudo mdadm --stop /dev/md0**

**sudo mdadm --zero-superblock /dev/sd{b,c,d,e}1**

Use the following command to create a new RAID 10 array with **64k** chunks

**sudo mdadm --create /dev/md0 --level 10 --chunk 64 --raid-devices 4 /dev/sd{b..e}1**

Check its status with

**sudo mdadm --detail /dev/md0**

#### Using an array

We must take some extra measures to ensure that the array will re-assemble automatically after reboot

There is a special configuration file **/etc/mdadm.conf** that must contain information about the array

The easiest way to achieve this is to execute

**sudo mdadm --detail --brief /dev/md0 | sudo tee -a /etc/mdadm.conf**

Alternatively, if we had multiple freshly created arrays, we could add all of them in one step

**sudo mdadm --detail --scan | sudo tee -a /etc/mdadm.conf**

Now, let’s create an **ext4** filesystem on the array

**sudo mkfs.ext4 /dev/md0**

We can mount the array in the **/storage/raid** folder

**sudo mount /dev/md0 /storage/raid**

To check if the mount was successful, we can use either **mount -l**, **lsblk**, **/etc/mtab** or **/proc/mounts**

Should we want these changes to persist, we must change the **/etc/fstab** file as well

For this we will need to find the UUID with

**sudo blkid /dev/md0**

#### Clean up

Unmount the array

**sudo umount /dev/md0**

Be sure that you stopped the array

**sudo mdadm --stop /dev/md0**

And then clean up the devices by erasing the MD superblocks from them

**sudo mdadm --zero-superblock /dev/sd{b,c,d,e}1**

Furthermore, you can use **dd** to mangle the drives’ content

If you added the array to the **/etc/mdadm.conf** file, remove it

If you edited the **/etc/fstab** file, revert the changes

Finally, use **wipefs** to remove any remaining structures on disks

**sudo wipefs --all /dev/sd{b..e}**

Check the result with **lsblk**

### LVM2

We will assume that we are starting with four clean spare hard disks

For the purpose of LVM, we can work with either hard drives or partitions

First, depending on our installation, we may need to install the required packages with:

**sudo apt-get update**

**sudo apt-get install lvm2**

#### Physical volumes

Knowing that we have **sdb**, **sdc**, **sdd**, and **sde**, we can start with LVM header creation

Let’s initialize the first available drive

**sudo pvcreate /dev/sdb**

We can ask for detailed information for the physical volume we just created with

**sudo pvdisplay /dev/sdb**

In order to increase the verbosity level, we can use **-v** (it is on by default), **-vv**, **-vvv**, or **-vvvv**

By default, each physical volume contains one copy of LVM metadata just after the LVM label

We can create a physical volume with either none or for example two copies of metadata. Let’s create with two

**sudo pvcreate --metadatacopies 2 /dev/sdc**

Verbosity can be added and/or increased for other commands as well, for example for the **pvcreate**

Let’s remove the two PVs

**sudo pvremove /dev/sdb /dev/sdc**

And create four PVs out of the four available drives

**sudo pvcreate /dev/sd{b..e} -vv**

Once done, we can ask for PV details with

**sudo pvs -v**

#### Volume groups

Let’s create a volume group using one of the PVs created so far

**sudo vgcreate vg\_demo /dev/sdb**

Now, let’s get a short information about the available VGs with

**sudo vgs**

Okay, let’s increase the verbosity level

**sudo vgs -v**

We can ask for detailed information about a particular VG with

**sudo vgdisplay vg\_demo**

And again, we can increase the verbosity with

**sudo vgdisplay vg\_demo -v**

Let’s create a second VG but this time with a different extent size

**sudo vgcreate vg\_test --physicalextentsize 8 /dev/sdc**

And check the summary with

**sudo vgs -v**

Now, that we know how to create a VG with different extent size, let’s delete it

**sudo vgremove vg\_test**

And extend the one that we created first to include the other three PVs. First, add just the **sdc**

**sudo vgextend vg\_demo /dev/sdc**

Check the detailed information

**sudo vgdisplay vg\_demo -v**

And add the other two available PVs

**sudo vgextend vg\_demo /dev/sdd /dev/sde**

#### Logical volumes

Let’s create one logical volume with 1GB in size

**sudo lvcreate -L 1G -n lv\_demo vg\_demo**

And another one with smaller size

**sudo lvcreate -L 25M -n lv\_demo\_tiny vg\_demo**

We can see that the second logical volume was created with different size not the requested one. A logical volume size must be a multiplication of the extent size

Ask for a brief information about the logical volumes

**sudo lvs -v**

Now, let’s execute the **lsblk** command

It appears that both logical volumes are residing on the **sdb** device. This has to do with the space allocation process

Let’s remove the smaller LV with

**sudo lvremove vg\_demo/lv\_demo\_tiny**

Confirm with **y**

#### Using a logical volume

Let’s create an **ext4** filesystem on the logical volume

**sudo mkfs.ext4 /dev/vg\_demo/lv\_demo**

We can mount the array in the **/storage/lvm** folder

**sudo mount /dev/vg\_demo/lv\_demo /storage/lvm**

Create a **hello.txt** file with some text and store it in the **/storage/lvm** folder

**echo 'Hello LVM' | sudo tee /storage/lvm/hello.txt**

#### Growing a logical volume

Let’s extend our logical volume

We can give a fixe required size with

**sudo lvextend -L10G /dev/vg\_demo/lv\_demo**

Extending can be done with a step

**sudo lvextend -L +5G /dev/vg\_demo/lv\_demo**

Of course, we can ask the logical volume to occupy the whole available space on the PVs with

**sudo lvextend -l 100%PVS /dev/vg\_demo/lv\_demo**

Now, we must extend our filesystem as well with

**sudo resize2fs /dev/vg\_demo/lv\_demo**

And check if the file is still there and readable

**cat /storage/lvm/hello.txt**

#### Shrinking a logical volume

When shrinking a logical volume and the filesystem residing on it, first we should do a backup of our data

Next step is to unmount the filesystem with

**sudo umount /storage/lvm**

Let’s check the filesystem with

**sudo e2fsck -f /dev/vg\_demo/lv\_demo**

Now, we are ready to reduce or shrink the filesystem down to 5GB for example

**sudo resize2fs /dev/vg\_demo/lv\_demo 5G**

We are ready to reduce the logical volume

We can do it with a subtraction, for example with 10GB

**sudo lvreduce -L -10G vg\_demo/lv\_demo**

Or we can use a desired size

**sudo lvreduce -L 5G vg\_demo/lv\_demo**

Re-check the filesystem just in case

**sudo e2fsck -f /dev/vg\_demo/lv\_demo**

Finally, we can re-mount our filesystem

**sudo mount /dev/vg\_demo/lv\_demo /storage/lvm**

And check if our file is there and readable

**cat /storage/lvm/hello.txt**

Everything should be just fine

#### Snapshots

Let’s create a snapshot of our logical volume

**sudo lvcreate -s -L 1G -n lv\_demo\_snap /dev/vg\_demo/lv\_demo**

And check its details

**sudo lvdisplay vg\_demo/lv\_demo\_snap**

Now, check the details of the initial logical volume

**sudo lvdisplay vg\_demo/lv\_demo**

Let’s check with

**sudo lvs**

And let’s execute **lsblk**. It appears that one more level has been created

Prepare a mount point

**sudo mkdir /storage/lvm-snap**

And mount the snapshot as well

**sudo mount /dev/vg\_demo/lv\_demo\_snap /storage/lvm-snap**

We can compare both the original and the snapshot, they should be the same

Now, change the text in the original file with:

**echo '... some more text' | sudo tee -a /storage/lvm/hello.txt**

And compare them again. The one in the snapshot should remain unchanged

Okay, let’s delete the **hello.txt** file from the original volume

**sudo rm /storage/lvm/hello.txt**

Now, check if the file is still available in the snapshot

**ls -al /storage/lvm-snap/**

We can restore it by just copying back from the snapshot, or restore the whole snapshot

Depending on the circumstances, we can go either way

Let’s restore the snapshot

First, we must unmount both the origin and the snapshot

**sudo umount /storage/lvm /storage/lvm-snap**

The actual operation is called merge and it is started with

**sudo lvconvert --merge /dev/vg\_demo/lv\_demo\_snap**

Then, we can check all logical volumes with

**sudo lvs**

And then, mount the origin

**sudo mount /dev/vg\_demo/lv\_demo /storage/lvm**

And finally, check if the file is back there

**cat /storage/lvm/hello.txt**

#### Thin provisioning

Let’s prepare a new logical volume

**sudo lvcreate -L 1G --thinpool tp\_demo vg\_demo**

Let’s check

**sudo lvs**

Our new **tp\_demo** appears, beside the existing ones

Now, let’s create a volume with

**sudo lvcreate -V 5G --thin -n tp\_demo\_lv vg\_demo/tp\_demo**

We can ask for list of volumes with

**sudo lvs**

Make a mount point

**sudo mkdir /storage/lvm-thin**

Create a filesystem

**sudo mkfs.ext4 /dev/vg\_demo/tp\_demo\_lv**

And mount it

**sudo mount /dev/vg\_demo/tp\_demo\_lv /storage/lvm-thin**

Now, let’s check the effect of creating a filesystem on the volume

**sudo lvdisplay vg\_demo/tp\_demo\_lv**

And on the pool

**sudo lvdisplay vg\_demo/tp\_demo**

Some space has been consumed, so we should monitor and be pro-active

If we start copying files, this space will go away, and the filesystem will crash. We should be careful

#### Striping

By default, space coming from PVs is consumed in a linear fashion

We can create a striped logical volume

**sudo lvcreate -L 1G -n lv\_demo\_stripe1 -i 4 vg\_demo**

Now, check the how the stripes are distributed with

**sudo lvdisplay vg\_demo/lv\_demo\_stripe1 -m**

Okay, let’s create one more, but this time with different stripe size and distribution

**sudo lvcreate -L 1G -n lv\_demo\_stripe2 -i 2 -I 128 vg\_demo /dev/sdc /dev/sdd**

And check its details

**sudo lvdisplay vg\_demo/lv\_demo\_stripe2 -m**

Let’s execute **lsblk**

The picture gets messy 😉

#### Clean up

First unmount all LVM related mounts

**sudo umount /storage/lvm\***

Next, delete the volume group together with all logical volumes

**sudo vgremove vg\_demo --force**

Wipe all four drives

**sudo wipefs --all /dev/sd[b-e]**

## Part 2: Advanced Filesystems

Let’s explore both the BTRFS and ZFS

We will need just one machine. Let’s continue with the server from the first part

### Advanced Filesystems (BTRFS)

Let’s start with BTRFS

First, we must make sure that the required packages are installed:

**sudo apt-get update**

**sudo apt-get install btrfs-progs**

#### Single disk

Let’s create a filesystem over a single disk

**sudo mkfs.btrfs -d single /dev/sdb**

As we can see both the metadata and system data are duplicated

Should we want, we can set them to single mode as well

**sudo mkfs.btrfs -d single -m single -f /dev/sdb**

We can mount it with

**sudo mount /dev/sdb /storage/btrfs**

Let’s create a few small files with

**for i in $(seq 1 5); do sudo dd if=/dev/zero of=/storage/btrfs/file$i.img bs=1M count=10 ; sync ; done**

Check with

**df -hT**

Now, check device status with

**sudo btrfs device usage /storage/btrfs**

Repeat the procedure with files creation but create bigger files

**for i in $(seq 1 5); do sudo dd if=/dev/zero of=/storage/btrfs/file$i.img bs=10M count=100 ; sync ; done**

Check disk usage again

**df -hT**

And now the device usage

**sudo btrfs device usage /storage/btrfs**

#### Multiple disks (Linear)

Now, we can add two more disks with

**sudo btrfs device add /dev/sdc /dev/sdd /storage/btrfs**

Check disk usage again

**df -hT**

And now the device usage

**sudo btrfs device usage /storage/btrfs**

We can have another view on this with

**sudo btrfs filesystem show /storage/btrfs**

Let’s re-balance the filesystem

**sudo btrfs balance start -d -m /storage/btrfs**

Check disk usage again

**df -hT**

No changes here

And now the device usage

**sudo btrfs device usage /storage/btrfs**

And the alternative view

**sudo btrfs filesystem show /storage/btrfs**

Why not remove one drive? Let’s do it

Remove the third drive with

**sudo btrfs device delete /dev/sdd /storage/btrfs**

The data is first relocated and then the device is removed

We can use the known commands to check

#### Multiple disks (RAID)

Let’s convert the existing filesystem to RAID1

**sudo btrfs balance start -dconvert=raid1 -mconvert=raid1 /storage/btrfs**

And of course, check again what is the situation

Now, let’s add the other two disks

**sudo btrfs device add /dev/sdd /dev/sde /storage/btrfs**

And convert the file system to RAID10 for data and RAID1 for metadata

**sudo btrfs balance start -dconvert=raid10 -mconvert=raid1 /storage/btrfs**

#### Subvolumes

We can use subvolumes to introduce alternative roots which function as independent filesystems

Let’s create one

**sudo btrfs subvolume create /storage/btrfs/svol**

Now, we can ask for a list of subvolumes

**sudo btrfs subvolume list /storage/btrfs**

Create an empty file there

**sudo touch /storage/btrfs/svol/empty\_file**

And check the hierarchy

**tree /storage/btrfs**

Let’s create another mount point for the subvolume

**sudo mkdir -p /storage/btrfs-svol**

And mount it there

**sudo mount -o subvolid=279 /dev/sdb /storage/btrfs-svol**

Should we want to delete a subvolume, first we must make sure that it is empty and then use (skip it for now)

**sudo btrfs subvolume delete /storage/btrfs/svol**

#### Snapshots

Snapshots are special type of subvolume. They contain a copy of the current state of another subvolume

Let’s create a simple text file

**echo 'Hello BTRFS' | sudo tee /storage/btrfs/hello.txt**

And then create a snapshot of the main (root) BTRFS volume

**sudo btrfs subvolume snapshot /storage/btrfs /storage/btrfs/snap**

Check the directory hierarchy

**tree /storage/btrfs**

Change the original text file

**echo '... some additional text' | sudo tee -a /storage/btrfs/hello.txt**

Check the content of both files

Now, if we remove the original file, we can easily copy the one from the snapshot (either by mounting it as a regular filesystem or directly)

Unmount all BTRFS filesystems

**sudo umount /storage/btrfs /storage/btrfs-svol**

And clean the devices

**sudo wipefs --all /dev/sd{b..e}**

### Advanced Filesystems (ZFS)

Let’s continue with ZFS on Linux

Install the necessary packages

**sudo apt update**

**sudo apt install zfsutils-linux**

Okay, we have the binaries, the module and the services are auto-loading, and four spare 20GB drives, so let’s start

Create two mount points

**sudo mkdir -p /storage/zfs{m,s,r}**

#### Striped pool

In order to create a striped pool, we must execute (skip it)

**sudo zpool create zfs-stripe /dev/sdb /dev/sdc**

This will mount the pool in **/zfs-stripe** folder

Should we want a custom mount point, we can execute

**sudo zpool create -m /storage/zfss zfs-stripe /dev/sdb /dev/sdc**

Now, we can ask for its status with

**sudo zpool status zfs-stripe**

Or we can list all pools with

**sudo zfs list**

#### Mirrored pool

More or less the procedure is the same as with the stripe mode

In order to create a mirrored pool, but mount it in a custom point

**sudo zpool create -m /storage/zfsm zfs-mirror mirror /dev/sdd /dev/sde**

Now, we can ask for its status with

**sudo zpool status zfs-mirror**

Or we can list all pools with

**sudo zfs list**

#### RAID5-like pool

Let’s unmount both pools

**sudo umount /storage/zfs\***

Then execute the **destroy** command

**sudo zpool destroy zfs-mirror**

**sudo zpool destroy zfs-stripe**

Then clean the drives

**sudo wipefs --all /dev/sd[b-e]**

In order to create a RAID5-like (RAIDZ) pool, but mount it in a custom point, we must execute

**sudo zpool create -m /storage/zfsr zfs-raidz raidz /dev/sdb /dev/sdc /dev/sdd**

Check the status with the known commands

#### Clean up

In order to delete a pool, first we must unmount it

**sudo umount /storage/zfsr**

Then execute the **destroy** command

**sudo zpool destroy zfs-raidz**

We can clean the drives

**sudo wipefs --all /dev/sd[b-e]**

## Part 3: Additional Storage Techniques

Let’s explore a few more storage topics

We will need just one machine. Let’s continue with the server from the second part

### Quotas

Prepare drive **sdb** by creating a partition and filesystem

**sudo parted -s /dev/sdb -- mklabel msdos mkpart primary 2048s -0m set 1**

**sudo mkfs.ext4 /dev/sdb1**

Prepare drive **sdc** by creating a partition and filesystem

**sudo parted -s /dev/sdc -- mklabel msdos mkpart primary 2048s -0m set 1**

**sudo mkfs.xfs -f /dev/sdc1**

Mount both in **/etc/fstab**

#### Ext4 quotas

Install the missing packages

**sudo apt update**

**sudo apt install quota**

Open the **/etc/fstab** and change the record for the **ext4** filesystem to enable user quota

Just substitute **defaults** with **usrquota**

Save and close the file

Unmount the filesystem

**sudo umount /storage/ext4**

And mount it again

**sudo mount -av**

Now, let’s create the quota database

**sudo quotacheck -mu /dev/sdb1**

If the command is missing, you can install the following package and then re-run the command

**sudo apt install quota**

Let’s check the filesystem’s content

**ls -al /storage/ext4/**

We can see that there is a quota file (database) for users

Turn on the quota for the partition

**sudo quotaon /dev/sdb1**

Check the current state of space usage (or quota utilization) on the partition

**sudo repquota -uv /dev/sdb1**

Let’s create a new **demo** user

**sudo useradd demo**

And set its password to something easy

**sudo passwd demo**

Now, set the quota for the demo user

**sudo setquota -u demo 20000 25000 0 0 /dev/sdb1**

And check the quota utilization again

**sudo repquota -uv /dev/sdb1**

Let’s change the quota with

**sudo edquota -u demo**

Set the soft limit to **18000**

Save and close

Let’s add one more user named **knight**

**sudo useradd knight**

And set quota for it based on the **demo** user

**sudo edquota -u knight -p demo**

Check the quota utilization again

**sudo repquota -uv /dev/sdb1**

Now, let’s give right to everyone to write in the folder with

**sudo chmod 777 /storage/ext4**

Switch to the **demo** user

**su demo**

Create a **5 MB** file named **fill.dat** with

**dd if=/dev/zero of=/storage/ext4/fill.dat**

Ooops, we forgot to set block size and block count

Fortunately, because of the quota the operation was interrupted

Delete the file and this time create a file with the right size

**rm /storage/ext4/fill.dat**

**dd if=/dev/zero of=/storage/ext4/fill.dat bs=1M count=5**

Everything is going as expected

Add one more file but **15 MB** in size

**dd if=/dev/zero of=/storage/ext4/fill-15M.dat bs=15M count=1**

We received a warning

Exit to the regular user

Ask for the quota utilization

**sudo repquota -uv /dev/sdb1**

We can see that the soft quota is breached for the **demo** user

#### XFS quotas

Open the **/etc/fstab** and change the record for the **xfs** filesystem to enable user quota

Just substitute **defaults** with **usrquota,uqnoenforce**

Save and close the file

Unmount the filesystem

**sudo umount /storage/xfs**

And mount it again

**sudo mount -av**

Now, let us set some quota limits

**sudo xfs\_quota -xc 'limit -u bsoft=20m bhard=25m demo' /dev/sdc1**

Change folder’s permissions

**sudo chmod 777 /storage/xfs**

Switch to the **demo** user

**su demo**

And create a **15 MB** file

**dd if=/dev/zero of=/storage/xfs/fill-15M.dat bs=15M count=1**

Return to the regular user and ask for quota utilization report

**sudo xfs\_quota -c 'quota demo' /dev/sdc1**

We can switch again to the **demo** user

Let’s try to create a second file but this time **20 MB** file

**dd if=/dev/zero of=/storage/xfs/fill-20M.dat bs=20M count=1**

It allowed us. Strange

Exit the user and ask for a report

**sudo xfs\_quota -c 'quota demo' /dev/sdc1**

Most probably this situation has something to do with the options in the **/etc/fstab**

So, with XFS we can monitor and report on quota breaches and at the same time not disrupting the users

Should we want to enforce quota rules, we must remove the **uqnoenforce** option in the **fstab** file

We can use the **xfs\_quota** in interactive manner as well

### Encryption

#### Preparation

For this part we will need the **DM\_CRYPT** module

Let’s check is it available as part of the kernel or it is loadable on demand

**grep -i DM\_CRYPT /boot/config-$(uname -r)**

We can check if it is already loaded with

**sudo lsmod | grep dm\_crypt**

If not, we can try to load it

**sudo modprobe dm\_crypt**

And check again if it is loaded

**sudo lsmod | grep dm\_crypt**

Make sure that the **cryptsetup** package is installed

**sudo apt install cryptsetup**

Finally, make sure that there is a partition available for encryption

Let’s create a small partition on one of the spare drives

**sudo parted -s /dev/sdd -- mklabel msdos mkpart primary 2048s 1024m set 1**

#### Encrypt a partition

It is a good practice to **shred** the partition before the encryption process. This will make harder to be determined where the encrypted data resides

Initiate the encryption procedure

**sudo cryptsetup -y luksFormat /dev/sdd1**

Answer with **YES**

Then enter and re-enter encryption passphrase

Now, we can check what options were used during the encryption

**sudo cryptsetup luksDump /dev/sdd1**

Usually, there is a tab-completion for the sub-commands

We can explore the set of sub-commands

For example, we can try the **isLuks** and test our encrypted and some other partition

Then, we must use the **echo $?** command to check the result

#### Work with encrypted partition

Let’s open the encrypted partition

**sudo cryptsetup luksOpen /dev/sdd1 encr**

Now, check for the **encr** partition

**ls /dev/mapper/**

Let’s create a filesystem on it

**sudo mkfs.xfs /dev/mapper/encr**

Once we are done, we can close the partition

**sudo cryptsetup luksClose encr**

Let’s open it again but this time with a different name

**sudo cryptsetup luksOpen /dev/sdd1 enc-data**

Of course, it appears with the new name

**ls /dev/mapper**

#### Mount encrypted partition on boot

Prepare a mount point

**sudo mkdir -p /storage/enc**

We must either use one and the same name every time in order to be able to use it in **/etc/fstab** or obtain the UUID

**sudo blkid /dev/sdd1**

Now open the **/etc/crypttab** file

**sudo vi /etc/crypttab**

And paste

**enc-data UUID=<uuid>**

Save and close the file

Now, open the **/etc/fstab** file

**sudo vi /etc/fstab**

As last record enter

**/dev/mapper/enc-data /storage/enc xfs defaults 0 0**

Save and close the file

Close the encrypted partition if open

**sudo cryptsetup luksClose enc-data**

Then, re-open it

**sudo cryptsetup luksOpen /dev/sdd1 enc-data**

Now, try to mount it

**sudo mount -av**

Now, reboot the machine and use the console of the virtualization solution to interact with the VM

When the booting stops, it will ask you to enter the password to open the encrypted partition

Once, you enter it correctly the boot process will continue

### Automounting

Let’s install the required package

**sudo apt install autofs**

Now, that we have the package installed, let’s examine the set of configuration files

**ls -al /etc/auto\***

The main configuration file is the **/etc/autofs.conf**

Should we want to change, for example, the timeout after which to unmount the resource, we must do it here

#### Automount encrypted device

Remove the **/etc/fstab** entry related to the mounting of the encrypted partition

Remove the **/etc/crypttab** entry or file as well

Unmount it

**sudo umount /storage/enc**

And then close it

**sudo cryptsetup luksClose enc-data**

Open the **/etc/auto.misc** file and add a row bellow the **cd** one

**enc -fstype=xfs :/dev/mapper/enc-data**

Close and save the file

Restart the **autofs** service

**sudo systemctl restart autofs**

Open the encrypted volume

**sudo cryptsetup luksOpen /dev/sdd1 enc-data**

If asked for the password used during the encryption, then enter it

Check the **/misc** directory

**ls -al /misc**

It is empty

Navigate to **/misc/enc**

You are allowed to enter

Now, if you ask for the mounted filesystems, you will notice that the one, residing on the encrypted partition is currently mounted

#### Automount NFS export

*You can test this in a later stage when we complete the M3 module*

Check what are NFS exports we have currently

**sudo exportfs -s**

Try to mount it locally

**sudo mount server:/storage/nfs/share /mnt**

Check with

**mount -l**

Now, unmount it

**sudo umount /mnt**

Let’s edit the **/etc/auto.misc** file and add

**nfs -fstype=nfs,ro,soft,intr server:/storage/nfs/share**

Save and close the file

Restart the **autofs** service

Go to **/misc/nfs** folder

If you check the mounts, you will notice that it was auto-mounted

You can browse its content